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The aggregation of quality health-related data is paramount to the success of all disease detection initiatives. Without correct and current data, diseases are misunderstood, and undetected. Functioning detection systems are necessary for the success of global health. Gene expression data is the key to detecting diseases, but the difficulty comes due to too much data. This analysis will show how to build a quality model with high-dimensional gene expression data. There are many machine algorithms tested for this analysis, but random forest showed the best performance among the models compared. The analysis goes through 4 stages (1. Data Cleaning, 2. Feature Selection, 3. Compare Models, 4. Optimization) until the final model predicts the outcome for the test dataset.

# 1. Data Cleaning

dim(data)

## [1] 184 12066

The data is high-dimensional, meaning the number of variables far exceed the number of samples. Classicial approaches such as least squares linear regression are not appropriate in this setting, and other approaches have the danger of overfitting.

We can reduce the dimension by feature selection and dimension reduction techniques, but let's first see if we can discard variables with little information.

var0 <- nearZeroVar(data)  
length(var0)

## [1] 3245

3245 variables have zero or near zero variance. We decide to discard these variables, because they won't be useful when classifying disease.

dataZero <- data[,-var0]  
noNA <- sapply(dataZero, function(x) sum(is.na(x)))  
table(noNA)

## noNA  
## 0 1   
## 8815 6

6 columns have missing values. We only have 184 samples, so removing the samples with missing values will be too valuable of a waste. Imputation fills in the missing values, and will allow us to use every sample to train our model

dataImpute <- knnImputation(dataZero, k=10)

Multicollinearity, the concept that the variables in a regression might be correlated with each other. In the high-dimensional setting, the multicollinearity problem is extreme. Any variable in the model can be written as a linear combination of all of the other variables in the model. Removing variables with a correlation value above 0.7 is an option we can take.

dataScale <- scale(dataImpute, center=TRUE, scale=TRUE)  
corMat <- cor(dataScale)  
highlyCor <- findCorrelation(corMat, 0.70)  
length(highlyCor)

## [1] 873

873 variables are removed due to high correlation with other variables. Variables with low information or high correlation are removed. Let's try to select important variables to our models by feature selection.

dataFilter <- as.data.frame(dataScale[,-highlyCor])  
dataFilter$Y <- ifelse(label == 1, 1,0)  
dataFilter$Y <- as.factor(dataFilter$Y)

# 2. Feature Selection

We will be using Random Forest to find out the importance of each variables for our classification model. 10 fold cross validation is the training scheme for our feature selection method.

control <- trainControl(method="repeatedcv", number=10, repeats=1)

Random Forest is a popular method for feature selection for high-dimensional data. We set the seed for every random iteration so that we can reproduce the results.

set.seed(1)  
rfModel <- train(Y~., data=datFilter,   
 method="rf",   
 trControl=control,  
 importance=TRUE,  
 do.trace=FALSE  
)  
# Organize Feature Importance Data  
fullImportance <- varImp(rfModel, scale=FALSE)  
fullVarImp <- fullImportance$importance  
fullVarImp$varName <- row.names(fullVarImp)  
colnames(fullVarImp) <- c("Imp","Imp2","varName")  
fullVarImp <- fullVarImp[order(fullVarImp$Imp, decreasing=T),]

From training a Random Forest model, we get importance levels for each variables that help the classification model. The distribution of importance level is shown by the histogram, and the top variables have an importance higher than 1.

hist(fullVarImp$Imp)
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Our goal is to select the fewest amount of variables, so that we can test more type of models and keep the performance. The number of features selected by importance is shown through the graph.

lvl <- seq(1,2,0.05)  
noFeatvsImp <- data.frame(Imp=lvl,   
 noFeat=sapply(lvl, function(x) sum(fullVarImp$Imp>x))  
 )  
ggplot(data=noFeatvsImp, aes(x=Imp,y=noFeat)) +   
 geom\_line(colour="darkmagenta", size=3) +  
 ggtitle("No.Features by Importance Threshold") +  
 labs(x="Importance",y="Number of Features") +   
 theme(plot.title = element\_text(color="#666666", face="bold", size=25, hjust=0)) +  
 theme(axis.title = element\_text(color="#666666", face="bold", size=22))
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For a test run, we will select variables with importance higher than 1.1.

# 3. Compare Models

We will be testing the performance of 9 models with the selected features with an importance greater than 1.1.

featSelect <- function(thres){  
 return(fullVarImp[fullVarImp$Imp>thres,"varName"])  
 }  
featSet <- featSelect(1.1)  
# Independent Variables for Model  
X <- dataFilter[,featSet]  
train <- 1:nrow(X)  
# Dependent Variables for Model  
Y <- dataFilter$Y  
levels(Y)[1] <- make.names(levels(Y))[1]  
levels(Y)[2] <- make.names(levels(Y))[2]

The models will go through 10-fold cross-validation, and the performance of the models are evaluated through the ROC value. When considering the real life impact of disease detection, we don't want to miss anyone from detection especially when the disease is severe. Sensitivity measures the proportion of positives that are correctly identified, and specificity measures the proportion of negatives that are correctly identified. Metric that evaluates this performance is ROC, receiver operating characteristic. Our goal is to find a model with a ROC higher than 0.9.

folds=10  
repeats=1  
# ROC will be the metric to evaluate the model "summaryFunction=twoClassSummary"  
myControl <- trainControl(method='cv', number=folds, repeats=repeats,   
 returnResamp='none', classProbs=TRUE,  
 returnData=FALSE, savePredictions=TRUE,   
 verboseIter=TRUE, allowParallel=TRUE,  
 summaryFunction=twoClassSummary,  
 index=createMultiFolds(try$Y, k=folds, times=repeats))  
PP <- c('center', 'scale')

The 9 models that we will compare are listed below with the code.

set.seed(1)  
# Stochastic Gradient Boosting  
mdlGBM <- train(X[train,], Y[train],   
 method='gbm',   
 trControl=myControl,   
 tuneLength=10,   
 preProcess=PP)  
# Boosted Tree  
mdlBLACKBOOST <- train(X[train,], Y[train],   
 method='blackboost',   
 trControl=myControl,   
 tuneLength=10,   
 preProcess=PP)  
# Random Forest  
mdlPARRF <- train(X[train,], Y[train],   
 method='parRF',   
 trControl=myControl,   
 tuneLength=10,   
 preProcess=PP)  
# Multi-Layer Perceptron  
mdlMLP <- train(X[train,], Y[train],   
 method='mlpWeightDecay',   
 trControl=myControl,   
 trace=FALSE,  
 tuneLength=3,  
 preProcess=PP)  
# k-Nearest Neighbors  
mdlKNN <- train(X[train,], Y[train],   
 method='knn',   
 trControl=myControl,  
 tuneLength=10,  
 preProcess=PP)  
# Multivariate Adaptive Regression Spline  
mdlEARTH <- train(X[train,], Y[train],   
 method='earth',   
 trControl=myControl,   
 tuneLength=10,  
 preProcess=PP)  
# Generalized Linear Model  
mdlGLM <- train(X[train,], Y[train],   
 method='glm',   
 trControl=myControl,   
 preProcess=PP)  
# Support Vector Machines with Radial Basis Function Kernel  
mdlSVM <- train(X[train,], Y[train],   
 method='svmRadial',   
 trControl=myControl,   
 tuneLength=10,  
 preProcess=PP)  
# Lasso and Elastic-Net Regularized Generalized Linear Models  
mdlGLMNET <- train(X[train,], Y[train],   
 method='glmnet',   
 trControl=myControl,   
 tuneLength=10,  
 preProcess=PP)

Let's organize the results from each model and compare the performance.

models <- c("Stochastic Gradient Boosintg", "Boosted Tree", "Random Forest",   
 "Multi-Layer Perceptron", "k-Nearest Neighbots", "EARTH",   
 "Generalized Linear Model", "SVM Radial", "GLM Net")  
modelList <- list(mdlGBM, mdlBLACKBOOST, mdlPARRF,  
 mdlMLP, mdlKNN, mdlEARTH,  
 mdlGLM, mdlSVM, mdlGLMNET)  
modelResult <- data.frame()  
for(i in 1:length(models)){  
 resultDF <- modelList[[i]]$result[,c("ROC","Sens","Spec")]  
 resultDF$Model <- models[i]  
 modelResult <- rbind(modelResult,resultDF)  
}  
  
# Order models with highest mean ROC value  
modelResultDT <- data.table(modelResult)  
meanROC <- as.data.frame(modelResultDT[,list(Mean=mean(ROC),Max=max(ROC)),by=Model])  
meanROC <- meanROC[order(meanROC$Mean),]  
modelResult$Model <- factor(modelResult$Model,  
 levels = meanROC$Model,ordered = TRUE)

The horizontal boxplot showing the ROC distribution for each model shows Random Forest as the best performing model for this model. However, we are not quite at the level we desire. ROC value has not reached 0.9. Through optimization of feature selection and parameter adjustment, we will enhance the performance.

ggplot(modelResult, aes(x=Model, y=ROC)) + geom\_boxplot(fill="orange") +  
 coord\_flip() +  
 ggtitle("Compare Models with ROC") +  
 labs(x="Models",y="ROC") +   
 theme(plot.title = element\_text(color="#666666", face="bold", size=25, hjust=0)) +  
 theme(axis.title = element\_text(color="#666666", face="bold", size=22)) +  
 theme(axis.text = element\_text(color="#666666", face="bold", size=13))
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# 4. Optimization

Let's see if increasing or decreasing the variables selected will enhance the performance of the model. We will go through a range of importance level and see how the performance of the model changes.

# Adjust features selected and evaluste with Random Forest  
testPerformance <- function(thres){  
 # Prepare data.frame for model  
 featSet <- featSelect(thres)  
 X <- dataFilter[,featSet]  
 # Run model  
 model <- train(X[train,], Y[train],   
 method='parRF',   
 trControl=myControl,   
 tuneLength=10,   
 preProcess=PP)  
 # Return result  
 return(model$result)  
}  
thresLvl <- seq(1,1.5,0.05)  
set.seed(1)  
testRange <- lapply(thresLvl, function(x) testPerformance(x))  
testResult <- data.frame()  
for(i in 1:length(thresLvl)){  
 df <- testRange[[i]]  
 df$Thres <- paste("Thres",thresLvl[i])  
 testResult <- rbind(testResult,df)  
}

ggplot(testResult, aes(x=Thres, y=ROC)) + geom\_boxplot(fill="orange") +  
 coord\_flip() +  
 ggtitle("Optimal Feature Selection") +  
 labs(x="Threshold",y="ROC") +   
 theme(plot.title = element\_text(color="#666666", face="bold", size=25, hjust=0)) +  
 theme(axis.title = element\_text(color="#666666", face="bold", size=22)) +  
 theme(axis.text = element\_text(color="#666666", face="bold", size=13))

![](data:image/png;base64,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)

The importance level that gives us the best performance is 1.3. 62 variables are selected from the original dataset, but we can further improve the performance by adjusting the model's parameter.

length(featSelect(1.3))

## [1] 62

# What is the best parameter?  
testRange[[7]]

## mtry ROC Sens Spec ROCSD SensSD SpecSD  
## 1 2 0.9098214 0.9583333 0.6000000 0.07668885 0.05892557 0.2554027  
## 2 8 0.8905213 0.9075758 0.5833333 0.09445684 0.07290942 0.2870888  
## 3 15 0.8958424 0.9234848 0.6309524 0.08654355 0.09349916 0.2228591  
## 4 22 0.9012446 0.8984848 0.6309524 0.07260267 0.07817686 0.2515385  
## 5 28 0.8985480 0.9068182 0.6261905 0.06572599 0.08451489 0.2213845  
## 6 35 0.9037067 0.9068182 0.6476190 0.03674168 0.08451489 0.2563873  
## 7 42 0.8970689 0.9075758 0.6285714 0.09345777 0.07290942 0.2729051  
## 8 48 0.9027327 0.9151515 0.5952381 0.06219889 0.08955216 0.2629848  
## 9 55 0.9172980 0.9068182 0.6285714 0.07017463 0.08451489 0.2202864  
## 10 62 0.8880682 0.8977273 0.6571429 0.07580759 0.09879193 0.2492619

From the given parameter options, mtry = 55 shows the highest performance. Let's go deeper to determine the exact value for mtry that gives the best performance.

repeats = 3  
set.seed(1)  
X <- dataFilter[,featSelect(1.3)]  
optModel <- train(X[train,], Y[train],   
 method='parRF',   
 trControl=myControl,   
 tuneGrid=expand.grid(.mtry=48:60),  
 preProcess=PP)

optModel$result

## mtry ROC Sens Spec ROCSD SensSD SpecSD  
## 1 48 0.9002345 0.9325758 0.5785714 0.06750470 0.06599080 0.2769944  
## 2 49 0.8971320 0.8984848 0.6285714 0.05253412 0.10364001 0.2492619  
## 3 50 0.9047258 0.8984848 0.6166667 0.05642427 0.08749189 0.1916137  
## 4 51 0.8818994 0.9060606 0.6095238 0.07309963 0.09623830 0.2502707  
## 5 52 0.9017226 0.9151515 0.5833333 0.06319356 0.08955216 0.2306372  
## 6 53 0.8850469 0.9143939 0.6142857 0.08810999 0.10814746 0.2385710  
## 7 54 0.9002345 0.9159091 0.5952381 0.06320964 0.07860394 0.2383596  
## 8 55 0.8966089 0.9068182 0.6571429 0.07573409 0.08451489 0.2492619  
## 9 56 0.9042749 0.9151515 0.5952381 0.04040431 0.08955216 0.2876916  
## 10 57 0.8992424 0.9159091 0.5976190 0.06723584 0.06808354 0.2616521  
## 11 58 0.8857864 0.8893939 0.5666667 0.07391299 0.10051647 0.2634156  
## 12 59 0.8986742 0.9151515 0.6285714 0.06111200 0.08955216 0.2492619  
## 13 60 0.8936688 0.8977273 0.5952381 0.08176576 0.11334137 0.2542161

We can see mtry 50 or 56 performs the best. The difference between those two parameters do not seem to be significant. We will decide on mtry value 56 for our final model.

set.seed(1)  
finalModel <- train(X[train,], Y[train],   
 method='parRF',   
 trControl=myControl,   
 tuneGrid=expand.grid(.mtry=56),  
 preProcess=PP)

The final model will predict the disease status from the test dataset. The results from the prediction can be found at <https://github.com/kangeugine/gene_expression/blob/master/testPrediction.txt>